TRƯỜNG ĐẠI HỌC SÀI GÒN

**KHOA CÔNG NGHỆ THÔNG TIN**
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Tiểu luận học phần Cấu trúc dữ liệu và giải thuật

**Bài tập sắp xếp**

Giảng viên hướng dẫn: T.S Đỗ Như Tài

Thành phố Hồ Chí Minh, tháng 03 năm 2025

TRƯỜNG ĐẠI HỌC SÀI GÒN

**KHOA CÔNG NGHỆ THÔNG TIN**
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**Cấu trúc dữ liêu và giải thuật**

**Bài tập sắp xếp**

Sinh viên thực hiện: Phạm Khánh Duy(3124411058)

Lê Phú Hiếụ (3124411090)

Tôn Trần Thiên Phú (3124411233)

Hoàng Nhật Anh (3124411008)

Thành phố Hồ Chí Minh, tháng 03 năm 2025

# LỜI CAM ĐOAN

Trong cấu trúc dữ liệu và giải thuật, sắp xếp là một bài toán quan trọng, giúp tổ chức dữ liệu một cách có hệ thống, hỗ trợ tối ưu hóa các thuật toán tìm kiếm và cải thiện hiệu suất của nhiều ứng dụng thực tế.

Báo cáo này nhằm trình bày các thuật toán sắp xếp phổ biến, bao gồm sắp xếp chọn, sắp xếp chèn, sắp xếp nổi bọt và một số thuật toán nâng cao khác. Nội dung báo cáo sẽ phân tích nguyên lý hoạt động, đánh giá hiệu suất và so sánh các thuật toán để có cái nhìn tổng quan về ưu nhược điểm của từng phương pháp.

Thông qua báo cáo này, người đọc sẽ hiểu rõ hơn về các thuật toán sắp xếp, cách áp dụng chúng vào thực tế và lựa chọn thuật toán phù hợp cho từng bài toán cụ thể.

# LỜI MỞ ĐẦU

Cấu trúc dữ liệu và giải thuật là nền tảng quan trọng trong khoa học máy tính, đóng vai trò quyết định trong việc tối ưu hóa hiệu suất và xử lý dữ liệu hiệu quả. Việc lựa chọn cấu trúc dữ liệu phù hợp giúp tổ chức dữ liệu có hệ thống, trong khi các giải thuật cung cấp phương pháp tiếp cận để giải quyết bài toán một cách nhanh chóng và tối ưu.

Trong quá trình phát triển phần mềm, việc hiểu và áp dụng đúng các cấu trúc dữ liệu như mảng, danh sách liên kết, cây, đồ thị hay các giải thuật tìm kiếm, sắp xếp không chỉ giúp cải thiện hiệu năng mà còn hỗ trợ giải quyết các bài toán phức tạp trong thực tế. Báo cáo này được thực hiện nhằm trình bày những kiến thức quan trọng về cấu trúc dữ liệu và giải thuật, giúp nâng cao hiểu biết và khả năng ứng dụng của người học vào lập trình và phát triển hệ thống.

Hy vọng rằng nội dung báo cáo sẽ cung cấp cái nhìn tổng quan và hữu ích về chủ đề này, từ đó giúp người đọc áp dụng linh hoạt vào thực tiễn.

**Xin trân trọng cảm ơn!**

# BÀI TẬP SẮP XẾP

©

Các bạn làm việc nhóm tối đa 4 sv/nhóm, thực hiện giải các bài tập.

# Câu hỏi

**1. Trình bày tư tưởng của các thuật toán sắp xếp?**

**2. Trong các thuật toán sắp xếp, bạn thích nhất thuật toán nào? Thuật toán nào bạn không thích nhất? Tại sao?**

**3. Trình bày và cài đặt tất cả các thuật toán sắp xếp nội, ngoại theo thứ tự giảm dần. Cho nhận xét về các thuật toán này.**

**4. Hãy trình bày những ưu điểm và nhược điểm của mỗi thuật toán sắp xếp? Theo bạn, cách khắc phục những nhược điểm này là gì?**

**Bài tập cơ sở Bài tập 1.** Cho dãy *n* số nguyên sau:

39, 8, 5, 1, 3, 6, 9, 12, 4, 7, 10

**a. Hãy mô phỏng các bước sắp xếp tăng dần dãy số trên bằng các giải thuật: sắp xếp đổi chỗ trực tiếp, sắp xếp chọn trực tiếp, sắp xếp chèn trực tiếp, Sắp xếp nổi bọt.**

**b. Cài đặt hoàn chỉnh các giải thuật trên.**

**c. Chứng minh độ phức tạp của các giải thuật đã triển khai.**

**Bài làm**

**Mô Phòng :**

1. Sắp xếp đổi chỗ trực tiếp (Interchange Sort):

Quá trình sắp xếp từng bước:

Bước 1: So sánh 39 với các phần tử sau và đổi chỗ nếu cần

39 > 8 → (8, **39**, 5, 1, 3, 6, 9, 12, 4, 7, 10)

39 > 5 → (8, 5, **39**, 1, 3, 6, 9, 12, 4, 7, 10)

39 > 1 → (8, 5, 1, **39**, 3, 6, 9, 12, 4, 7, 10)

39 > 3 → (8, 5, 1, 3, **39**, 6, 9, 12, 4, 7, 10)

39 > 6 → (8, 5, 1, 3, 6, **39**, 9, 12, 4, 7, 10)

39 > 9 → (8, 5, 1, 3, 6, 9, **39**, 12, 4, 7, 10)

39 > 12 → (8, 5, 1, 3, 6, 9, 12, **39**, 4, 7, 10)

39 > 4 → (8, 5, 1, 3, 6, 9, 12, 4, **39**, 7, 10)

39 > 7 → (8, 5, 1, 3, 6, 9, 12, 4, 7, **39**, 10)

39 > 10 → (8, 5, 1, 3, 6, 9, 12, 4, 7, 10, **39**)

Bước 2: So sánh 8 với các phần tử sau và đổi chỗ nếu cần

8 > 5 → **(5, 8, 1, 3, 6, 9, 12, 4, 7, 10, 39)**

8 > 1 → **(5, 1, 8, 3, 6, 9, 12, 4, 7, 10, 39)**

8 > 3 → **(5, 1, 3, 8, 6, 9, 12, 4, 7, 10, 39)**

8 > 6 → **(5, 1, 3, 6, 8, 9, 12, 4, 7, 10, 39)**

8 > 4 → **(5, 1, 3, 6, 4, 9, 12, 8, 7, 10, 39)**

8 > 7 → **(5, 1, 3, 6, 4, 9, 12, 7, 8, 10, 39)**

8 < 10 (không đổi)

Bước 3: So sánh 5 với các phần tử sau và đổi chỗ nếu cần

5 > 1 → **(1, 5, 3, 6, 4, 9, 12, 7, 8, 10, 39)**

5 > 3 → **(1, 3, 5, 6, 4, 9, 12, 7, 8, 10, 39)**

5 > 4 → **(1, 3, 4, 6, 5, 9, 12, 7, 8, 10, 39)**

Bước 4: So sánh 6 với các phần tử sau và đổi chỗ nếu cần

6 > 5 → **(1, 3, 4, 5, 6, 9, 12, 7, 8, 10, 39)**

6 > 9 (không đổi)

Bước 5: So sánh 9 với các phần tử sau và đổi chỗ nếu cần

9 > 7 → **(1, 3, 4, 5, 6, 7, 12, 9, 8, 10, 39)**

9 > 8 → **(1, 3, 4, 5, 6, 7, 8, 9, 12, 10, 39)**

9 > 10 (không đổi)

Bước 6: So sánh 12 với các phần tử sau và đổi chỗ nếu cần

12 > 10 → **(1, 3, 4, 5, 6, 7, 8, 9, 10, 12, 39)**

2. Sắp xếp chọn trực tiếp (Selection Sort):

Tìm phần tử nhỏ nhất trong dãy, đổi chỗ với phần tử đầu tiên:

Nhỏ nhất là **1** → đổi với **39** →  
 (1, 8, 5, 39, 3, 6, 9, 12, 4, 7, 10)

Lặp lại với phần còn lại:

Nhỏ nhất là **3** → đổi với **8** →  
 (1, 3, 5, 39, 8, 6, 9, 12, 4, 7, 10)

Nhỏ nhất là **4** → đổi với **39** →  
 (1, 3, 4, 39, 8, 6, 9, 12, 5, 7, 10)

Nhỏ nhất là **5** → đổi với **39** →  
 (1, 3, 4, 5, 8, 6, 9, 12, 39, 7, 10)

Nhỏ nhất là **6** → đổi với **8** →  
 (1, 3, 4, 5, 6, 8, 9, 12, 39, 7, 10)

Nhỏ nhất là **7** → đổi với **12** →  
 (1, 3, 4, 5, 6, 7, 9, 12, 39, 8, 10)

Nhỏ nhất là **8** → đổi với **12** →  
 (1, 3, 4, 5, 6, 7, 8, 12, 39, 9, 10)

Nhỏ nhất là **9** → đổi với **12** →  
 (1, 3, 4, 5, 6, 7, 8, 9, 39, 12, 10)

Nhỏ nhất là **10** → đổi với **39** →  
 (1, 3, 4, 5, 6, 7, 8, 9, 10, 12, 39)

**3. Sắp xếp chèn trực tiếp (Insertion Sort)**

Lấy phần tử thứ 2 (8), chèn vào vị trí phù hợp:  
 (8, 39, 5, 1, 3, 6, 9, 12, 4, 7, 10)

Lấy phần tử thứ 3 (5), chèn vào trước 8:  
 (5, 8, 39, 1, 3, 6, 9, 12, 4, 7, 10)

Lấy phần tử thứ 4 (1), chèn vào đầu:  
 (1, 5, 8, 39, 3, 6, 9, 12, 4, 7, 10)

Tiếp tục với các phần tử sau:

|  |
| --- |
| (1, 3, 5, 8, 39, 6, 9, 12, 4, 7, 10)  (1, 3, 5, 6, 8, 39, 9, 12, 4, 7, 10)  (1, 3, 5, 6, 8, 9, 39, 12, 4, 7, 10)  (1, 3, 4, 5, 6, 8, 9, 39, 12, 7, 10)  (1, 3, 4, 5, 6, 7, 8, 9, 39, 12, 10)  (1, 3, 4, 5, 6, 7, 8, 9, 10, 12, 39) |

4. Sắp xếp nổi bọt (Bubble Sort):

**Bước 1: Lặp qua dãy, so sánh từng cặp và đổi chỗ nếu cần**

**39 > 8** → Đổi chỗ → **(8, 39, 5, 1, 3, 6, 9, 12, 4, 7, 10)**

**39 > 5** → Đổi chỗ → **(8, 5, 39, 1, 3, 6, 9, 12, 4, 7, 10)**

**39 > 1** → Đổi chỗ → **(8, 5, 1, 39, 3, 6, 9, 12, 4, 7, 10)**

**39 > 3** → Đổi chỗ → **(8, 5, 1, 3, 39, 6, 9, 12, 4, 7, 10)**

**39 > 6** → Đổi chỗ → **(8, 5, 1, 3, 6, 39, 9, 12, 4, 7, 10)**

**39 > 9** → Đổi chỗ → **(8, 5, 1, 3, 6, 9, 39, 12, 4, 7, 10)**

**39 > 12** → Không đổi (vẫn giữ nguyên)

**12 > 4** → Đổi chỗ → **(8, 5, 1, 3, 6, 9, 39, 4, 12, 7, 10)**

**12 > 7** → Đổi chỗ → **(8, 5, 1, 3, 6, 9, 39, 4, 7, 12, 10)**

**12 > 10** → Đổi chỗ → **(8, 5, 1, 3, 6, 9, 39, 4, 7, 10, 12)**  
 **Phần tử lớn nhất (39) đã được đẩy về cuối.**

**Bước 2: Lặp tiếp, không xét phần tử cuối cùng**

**8 > 5** → Đổi chỗ → **(5, 8, 1, 3, 6, 9, 39, 4, 7, 10, 12)**

**8 > 1** → Đổi chỗ → **(5, 1, 8, 3, 6, 9, 39, 4, 7, 10, 12)**

**8 > 3** → Đổi chỗ → **(5, 1, 3, 8, 6, 9, 39, 4, 7, 10, 12)**

**8 > 6** → Đổi chỗ → **(5, 1, 3, 6, 8, 9, 39, 4, 7, 10, 12)**

**8 > 9** → Không đổi

**9 > 39** → Không đổi

**39 > 4** → Đổi chỗ → **(5, 1, 3, 6, 8, 9, 4, 39, 7, 10, 12)**

**39 > 7** → Đổi chỗ → **(5, 1, 3, 6, 8, 9, 4, 7, 39, 10, 12)**

**39 > 10** → Đổi chỗ → **(5, 1, 3, 6, 8, 9, 4, 7, 10, 39, 12)**  
 **Phần tử lớn thứ hai (39) đã đúng vị trí.**

**Bước 3: Lặp tiếp, không xét hai phần tử cuối**

**5 > 1** → Đổi chỗ → **(1, 5, 3, 6, 8, 9, 4, 7, 10, 39, 12)**

**5 > 3** → Đổi chỗ → **(1, 3, 5, 6, 8, 9, 4, 7, 10, 39, 12)**

**5 > 6** → Không đổi

**6 > 8** → Không đổi

**8 > 9** → Không đổi

**9 > 4** → Đổi chỗ → **(1, 3, 5, 6, 8, 4, 9, 7, 10, 39, 12)**

**9 > 7** → Đổi chỗ → **(1, 3, 5, 6, 8, 4, 7, 9, 10, 39, 12)**

**9 > 10** → Không đổi  
 **Phần tử lớn thứ ba (10) đã đúng vị trí.**

**Lặp tiếp tục đến khi dãy hoàn toàn sắp xếp**

**(1, 3, 4, 5, 6, 7, 8, 9, 10, 12, 39)**  
 ✅ **Dãy đã được sắp xếp tăng dần hoàn toàn!**

**Bài tập 2.** Cho dãy *n* số nguyên sau:

8, 5, 1, 3, 6, 9, 12, 4, 7, 10

1. Hãy mô phỏng các bước sắp xếp tăng dần dãy số trên bằng các giải thuật: sắp xếp nhanh (Quick Sort); Sắp xếp trộn trực tiếp (Merge Sort); Sắp xếp cây (Heap Sort).
2. Cài đặt hoàn chỉnh các giải thuật trên.
3. Chứng minh độ phức tạp của các giải thuật đã triển khai.

Bài Làm

I.Ý Tưởng:

1. Quick Sort (Sắp xếp nhanh):

- Ý tưởng: Chọn một phần tử làm chốt (pivot), chia mảng thành hai phần: phần nhỏ hơn pivot và phần lớn hơn pivot. Đệ quy sắp xếp hai phần đó.

- Độ phức tạp:

+ Trung bình: O(n log n)

+ Tệ nhất: O(n^2) (nếu chọn pivot không tốt)

+ Tốt nhất: O(n log n)

- Ứng dụng: Thường được sử dụng khi cần sắp xếp nhanh với bộ nhớ hạn chế.

2. Merge Sort (Sắp xếp trộn):

- Ý tưởng: Chia mảng thành các phần nhỏ, sắp xếp từng phần rồi trộn lại.

- Độ phức tạp: O(n log n) trong mọi trường hợp.

- Ứng dụng: Sử dụng khi cần sắp xếp ổn định hoặc khi làm việc với dữ liệu liên kết.

3. Heap Sort (Sắp xếp cây):

- Ý tưởng: Dùng cấu trúc dữ liệu heap (max-heap) để liên tục lấy phần tử lớn nhất và đưa về cuối mảng.

- Độ phức tạp: O(n log n) trong mọi trường hợp.

- Ứng dụng: Sắp xếp tại chỗ không cần bộ nhớ phụ.

II. Ý tưởng triển khai:

1. Quick Sort:

- Chọn phần tử cuối cùng làm pivot.

- Sắp xếp sao cho các phần tử nhỏ hơn pivot nằm bên trái, lớn hơn pivot nằm bên phải.

- Gọi đệ quy sắp xếp hai phần đó.

2. Merge Sort:

- Chia mảng thành hai nửa bằng nhau.

- Sắp xếp đệ quy từng nửa.

- Trộn hai nửa đã sắp xếp thành một mảng hoàn chỉnh

3. Heap Sort:

- Xây dựng cây Heap (dạng Max-Heap).

- Lấy phần tử lớn nhất (gốc của cây) và chuyển nó xuống cuối mảng.

- Giảm kích thước cây và tiếp tục quá trình đến khi hoàn tất.

II.Thuật Toán

1. Quick Sort:

- Chọn một phần tử pivot (ở đây chọn phần tử cuối cùng).

- Chia mảng thành hai phần: phần bên trái chứa các phần tử nhỏ hơn hoặc bằng pivot, phần bên phải chứa các phần tử lớn hơn pivot.

- Gọi đệ quy sắp xếp phần bên trái và phần bên phải.

2. Merge Sort:

- Chia mảng thành hai nửa (nếu mảng chỉ có một phần tử thì xem như đã sắp xếp).

- Sắp xếp đệ quy từng nửa.

- Trộn hai nửa đã sắp xếp thành một mảng hoàn chỉnh bằng cách so sánh từng phần tử nhỏ nhất của mỗi nửa và đưa vào mảng kết quả.

3. Heap Sort:

- Xây dựng cây Heap từ mảng (biến đổi mảng thành một Max-Heap).

- Với mỗi lần sắp xếp: Đưa phần tử lớn nhất (ở gốc cây) xuống cuối mảng.

- Giảm kích thước mảng cần sắp xếp và lặp lại quá trình điều chỉnh Heap để tìm phần tử lớn nhất tiếp theo.

III.TestCase

Dữ liệu đầu vào: {8, 5, 1, 3, 6, 9, 12, 4, 7, 10}

- Quick Sort:

Bước 1: Chọn pivot = 10 (cuối mảng). Sau khi phân chia: {8, 5, 1, 3, 6, 9, 4, 7, 10, 12}

+ Bước 2: Gọi đệ quy tiếp tục cho các phần bên trái và phải.

- Merga Sort:

+ Bước 1: Chia mảng thành hai nửa: {8, 5, 1, 3, 6} và {9, 12, 4, 7, 10}

+ Bước 2: Sắp xếp từng nửa: {1, 3, 5, 6, 8} và {4, 7, 9, 10, 12}

+ Bước 3: Trộn lại: {1, 3, 4, 5, 6, 7, 8, 9, 10, 12}

- Heap Sort:

+ Bước 1: Xây dựng cây Heap từ mảng ban đầu.

+ Bước 2: Trích phần tử lớn nhất (12) và đặt vào cuối.

+ Bước 3: Lặp lại quá trình đến khi mảng được sắp xếp hoàn toàn.

Code:

|  |
| --- |
| #include <iostream>  using namespace std;  void interchangeSort(int arr[], int n)  {      for (int i = 0; i < n - 1; i++)      {          for (int j = i + 1; j < n; j++)          {              if (arr[i] > arr[j])              {                  swap(arr[i], arr[j]);              }          }      }      cout << "Interchange Sort: ";      for (int i = 0; i < n; i++)          cout << arr[i] << " ";      cout << endl;  }  void selectionSort(int arr[], int n)  {      for (int i = 0; i < n - 1; i++)      {          int min\_idx = i;          for (int j = i + 1; j < n; j++)          {              if (arr[j] < arr[min\_idx])              {                  min\_idx = j;              }          }          swap(arr[i], arr[min\_idx]);      }      cout << "Selection Sort: ";      for (int i = 0; i < n; i++)          cout << arr[i] << " ";      cout << endl;  }  void insertionSort(int arr[], int n)  {      for (int i = 1; i < n; i++)      {          int key = arr[i];          int j = i - 1;          while (j >= 0 && arr[j] > key)          {              arr[j + 1] = arr[j];              j--;          }          arr[j + 1] = key;      }      cout << "Insertion Sort: ";      for (int i = 0; i < n; i++)          cout << arr[i] << " ";      cout << endl;  }  void bubbleSort(int arr[], int n)  {      for (int i = 0; i < n - 1; i++)      {          for (int j = 0; j < n - 1 - i; j++)          {              if (arr[j] > arr[j + 1])              {                  swap(arr[j], arr[j + 1]);              }          }      }      cout << "Bubble Sort: ";      for (int i = 0; i < n; i++)          cout << arr[i] << " ";      cout << endl;  }  int main()  {      int n;      cout << "Nhập số phần tử: ";      cin >> n;      int arr[n];      for (int i = 0; i < n; i++)      {          cout << "Nhập phần tử thứ " << i + 1 << ": ";          cin >> arr[i];      }      int arr1[n], arr2[n], arr3[n], arr4[n];      for (int i = 0; i < n; i++)      {          arr1[i] = arr[i];          arr2[i] = arr[i];          arr3[i] = arr[i];          arr4[i] = arr[i];      }      interchangeSort(arr1, n);      selectionSort(arr2, n);      insertionSort(arr3, n);      bubbleSort(arr4, n);      return 0;  } |

**Bài tập 3**. Sử dụng hàm random trong C để tạo ra một dãy M có n số nguyên. Vận dụng các thuật toán sắp xếp để sắp xếp các phần tử của mảng M theo thứ tự tăng dần về mặt giá trị. Với cùng một dữ liệu như nhau, làm thế nào để biết thời gian thực hiện các thuật toán (đếm số lần so sánh, đổi chỗ)? Có nhận xét gì đối với các thuật toán sắp xếp này? Thực nghiệm mỗi trường hợp t lần với kích cỡ mảng n=10, 100, 200, …, 10000.

I.Ý Tưởng

-Viết chương trình tạo mảng ngẫu nhiên gồm n phần tử (số nguyên).

-Thử nghiệm nhiều thuật toán sắp xếp khác nhau trên cùng một mảng dữ liệu.

-Đo thời gian thực hiện, số phép so sánh và số phép đổi chỗ của mỗi thuật toán.

-So sánh hiệu suất của các thuật toán với các kích cỡ mảng khác nhau: n = 10, 100, 200, ..., 10.000.

-Lặp lại quá trình này t lần (ví dụ: t = 10) và tính trung bình kết quả.

II. Thuật Toán

Chương trình sẽ cài đặt các thuật toán sắp xếp sau:

### **2.1. Selection Sort**

* 1. Chọn phần tử nhỏ nhất trong dãy chưa được sắp xếp.
  2. Đổi chỗ với phần tử đầu tiên của dãy chưa được sắp xếp.
  3. Lặp lại cho đến khi mảng được sắp xếp.

### **2.2. Bubble Sort**

* 1. So sánh từng cặp phần tử liên tiếp.
  2. Đổi chỗ nếu phần tử trước lớn hơn phần tử sau.
  3. Lặp lại cho đến khi không còn phép đổi chỗ nào.

### **2.3. Insertion Sort**

* 1. Duyệt qua từng phần tử.
  2. Chèn từng phần tử vào vị trí đúng trong phần mảng đã sắp xếp.

### **2.4. Quick Sort**

* 1. Chọn một phần tử làm pivot (chọn phần tử cuối).
  2. Phân chia mảng thành hai phần: bên trái nhỏ hơn hoặc bằng pivot, bên phải lớn hơn pivot.
  3. Gọi đệ quy sắp xếp hai phần còn lại.

**III.Testcase**

### **Mục tiêu: Thử nghiệm tất cả thuật toán trên các mảng có kích cỡ khác nhau.**

### **3.1. Kích cỡ mảng**

n = 10

n = 100

n = 200

n = 500

n = 1000

n = 2000

n = 5000

n = 10000

### **3.2. Số lần chạy**

t = 10 lần (với mỗi kích thước mảng).

Kết quả là trung bình của 10 lần chạy.

### **3.3. Đo lường**

Thời gian thực hiện (ms).

Số phép so sánh.

Số phép đổi chỗ.

### **3.4. So sánh**

Lập bảng kết quả để so sánh tốc độ và hiệu quả của từng thuật toán.

Nhận xét sự khác nhau giữa các thuật toán theo từng kích cỡ mảng.

Code:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  #define MAX\_SIZE 10000  long long quick\_cmp = 0, quick\_swap = 0;  long long merge\_cmp = 0, merge\_swap = 0;  long long heap\_cmp = 0, heap\_swap = 0;  void generateArray(int arr[], int n)  {  for (int i = 0; i < n; i++)  {  arr[i] = rand() % MAX\_SIZE;  }  }  void copyArray(int src[], int dest[], int n)  {  for (int i = 0; i < n; i++)  {  dest[i] = src[i];  }  }  void quickSort(int arr[], int left, int right)  {  if (left >= right)  return;  int pivot = arr[right];  int i = left - 1;  for (int j = left; j < right; j++)  {  quick\_cmp++;  if (arr[j] <= pivot)  {  i++;  swap(arr[i], arr[j]);  quick\_swap++;  }  }  swap(arr[i + 1], arr[right]);  quick\_swap++;  quickSort(arr, left, i);  quickSort(arr, i + 2, right);  }  void merge(int arr[], int left, int mid, int right)  {  int n1 = mid - left + 1, n2 = right - mid;  int L[n1], R[n2];  for (int i = 0; i < n1; i++)  L[i] = arr[left + i];  for (int j = 0; j < n2; j++)  R[j] = arr[mid + 1 + j];  int i = 0, j = 0, k = left;  while (i < n1 && j < n2)  {  merge\_cmp++;  if (L[i] <= R[j])  {  arr[k++] = L[i++];  }  else  {  arr[k++] = R[j++];  }  merge\_swap++;  }  while (i < n1)  {  arr[k++] = L[i++];  merge\_swap++;  }  while (j < n2)  {  arr[k++] = R[j++];  merge\_swap++;  }  }  void mergeSort(int arr[], int left, int right)  {  if (left < right)  {  int mid = left + (right - left) / 2;  mergeSort(arr, left, mid);  mergeSort(arr, mid + 1, right);  merge(arr, left, mid, right);  }  }  void heapify(int arr[], int n, int i)  {  int largest = i;  int left = 2 \* i + 1, right = 2 \* i + 2;  heap\_cmp++;  if (left < n && arr[left] > arr[largest])  largest = left;  heap\_cmp++;  if (right < n && arr[right] > arr[largest])  largest = right;  if (largest != i)  {  swap(arr[i], arr[largest]);  heap\_swap++;  heapify(arr, n, largest);  }  }  void heapSort(int arr[], int n)  {  for (int i = n / 2 - 1; i >= 0; i--)  heapify(arr, n, i);  for (int i = n - 1; i > 0; i--)  {  swap(arr[0], arr[i]);  heap\_swap++;  heapify(arr, i, 0);  }  }  int main()  {  srand(time(0));  int sizes[] = {10, 100, 200, 500, 1000, 5000, 10000};  int num\_tests = 10;  cout << "Size, QuickSort Time (ms), QuickSort Comparisons, QuickSort Swaps, "  "MergeSort Time (ms), MergeSort Comparisons, MergeSort Swaps, "  "HeapSort Time (ms), HeapSort Comparisons, HeapSort Swaps\n";  for (int s = 0; s < 7; s++)  {  int n = sizes[s];  long long total\_quick\_time = 0, total\_merge\_time = 0, total\_heap\_time = 0;  long long total\_quick\_cmp = 0, total\_quick\_swap = 0;  long long total\_merge\_cmp = 0, total\_merge\_swap = 0;  long long total\_heap\_cmp = 0, total\_heap\_swap = 0;  for (int t = 0; t < num\_tests; t++)  {  int arr[MAX\_SIZE], temp[MAX\_SIZE];  generateArray(arr, n);  copyArray(arr, temp, n);  quick\_cmp = quick\_swap = 0;  clock\_t start = clock();  quickSort(temp, 0, n - 1);  total\_quick\_time += clock() - start;  total\_quick\_cmp += quick\_cmp;  total\_quick\_swap += quick\_swap;  generateArray(arr, n);  copyArray(arr, temp, n);  merge\_cmp = merge\_swap = 0;  start = clock();  mergeSort(temp, 0, n - 1);  total\_merge\_time += clock() - start;  total\_merge\_cmp += merge\_cmp;  total\_merge\_swap += merge\_swap;  generateArray(arr, n);  copyArray(arr, temp, n);  heap\_cmp = heap\_swap = 0;  start = clock();  heapSort(temp, n);  total\_heap\_time += clock() - start;  total\_heap\_cmp += heap\_cmp;  total\_heap\_swap += heap\_swap;  }  cout << n << ", "  << (total\_quick\_time \* 1000.0 / CLOCKS\_PER\_SEC / num\_tests) << ", " << (total\_quick\_cmp / num\_tests) << ", " << (total\_quick\_swap / num\_tests) << ", "  << (total\_merge\_time \* 1000.0 / CLOCKS\_PER\_SEC / num\_tests) << ", " << (total\_merge\_cmp / num\_tests) << ", " << (total\_merge\_swap / num\_tests) << ", "  << (total\_heap\_time \* 1000.0 / CLOCKS\_PER\_SEC / num\_tests) << ", " << (total\_heap\_cmp / num\_tests) << ", " << (total\_heap\_swap / num\_tests) << "\n";  }  return 0;  } |

**Bài tập 4.** Hãy đo thời gian thi hành của mỗi giải thuật sắp xếp đã học trên **cùng một bộ dữ liệu** chứa khoảng **30.000 số nguyên ngẫu nhiên** và **trên cùng một máy tính của bạn**.

* Dữ liệu đầu vào: Được lưu trên file văn bản.
* Dữ liệu đầu ra: Kết quả sắp xếp được lưu trên file văn bản.

Các thuật toán sắp xếp cần đo thời gian: Sắp xếp đổi chỗ trực tiếp (Interchange Sort); Sắp xếp chọn trực tiếp (Selection Sort); Sắp xếp chèn trực tiếp (Insertion Sort); Sắp xếp nổi bọt (Bubble Sort); Sắp xếp nhanh (Quick Sort); Sắp xếp trộn (Merge Sort); Sắp xếp cây (Heap Sort)

Yêu cầu thực hiện:

* + Đọc dữ liệu từ file văn bản.
  + Đo thời gian chạy từng thuật toán trên cùng bộ dữ liệu.
  + Lưu kết quả sắp xếp và thời gian chạy vào file văn bản.
  + So sánh hiệu suất của các thuật toán sắp xếp.
  1. **I.Ý Tưởng**
  2. Viết chương trình đọc dữ liệu từ file văn bản chứa khoảng 30.000 số nguyên ngẫu nhiên.
  3. Triển khai và đo lường thời gian thực thi của các thuật toán sắp xếp.
  4. Ghi kết quả sắp xếp và thời gian thực thi của từng thuật toán vào file văn bản đầu ra.
  5. So sánh hiệu suất của các thuật toán.

**II.Thuật Toán**

Chương trình sẽ cài đặt các thuật toán sắp xếp sau:

### **2.1. Interchange Sort (Sắp xếp đổi chỗ trực tiếp)**

* 1. So sánh từng cặp phần tử và đổi chỗ nếu cần.
  2. Độ phức tạp: O(n²).

### **2.2. Selection Sort (Sắp xếp chọn trực tiếp)**

* 1. Chọn phần tử nhỏ nhất trong dãy chưa được sắp xếp.
  2. Đổi chỗ với phần tử đầu tiên của dãy chưa được sắp xếp.
  3. Độ phức tạp: O(n²).

### **2.3. Insertion Sort (Sắp xếp chèn trực tiếp)**

* 1. Chèn từng phần tử vào vị trí đúng trong phần đã sắp xếp.
  2. Độ phức tạp: O(n²).

### **2.4. Bubble Sort (Sắp xếp nổi bọt)**

* 1. So sánh từng cặp phần tử liên tiếp và đổi chỗ nếu cần.
  2. Độ phức tạp: O(n²).

### **2.5. Quick Sort (Sắp xếp nhanh)**

* 1. Chọn một phần tử làm pivot và phân chia mảng theo pivot.
  2. Gọi đệ quy cho hai phần mảng còn lại.
  3. Độ phức tạp: Trung bình O(n log n).

### **2.6. Merge Sort (Sắp xếp trộn)**

* 1. Chia mảng thành hai nửa, sắp xếp từng nửa và trộn lại.
  2. Độ phức tạp: O(n log n).

### **2.7. Heap Sort (Sắp xếp cây)**

* 1. Chuyển mảng thành cây nhị phân và thực hiện sắp xếp.
  2. Độ phức tạp: O(n log n).

**III.Testcase**

### **Mục tiêu:**

* 1. Thử nghiệm tất cả các thuật toán trên cùng một bộ dữ liệu.
  2. Dữ liệu được lưu trong file input.txt gồm 30.000 số nguyên ngẫu nhiên, mỗi số trên một dòng.

### **3.1. File Đầu Vào: input.txt**

* 1. Ví dụ:9873  
     123  
     4567  
     ...

### **3.2. File Đầu Ra: output.txt**

* 1. Ghi kết quả sắp xếp theo thứ
  2. tự tăng dần.
  3. Ví dụ:

Thuật toán: Quick Sort  
Thời gian thực hiện: 12.34 ms  
Kết quả sắp xếp:  
123  
4567  
9873  
...

### **3.3. Đo lường:**

* 1. Thời gian thực hiện (ms).
  2. Ghi nhận kết quả sắp xếp sau mỗi thuật toán.

### **3.4. So sánh:**

* 1. Lập bảng thống kê thời gian chạy của từng thuật toán.
  2. Nhận xét sự khác biệt giữa các thuật toán.

Code:

# Bài tập Cơ Sở

**Bài tập 1.** Cho dãy *n* số nguyên: a0, a1,..., an-1

* 1. Hãy cho biết vị trí của *k* phần tử có giá trị lớn nhất trong dãy.
  2. Sắp xếp các phần tử tăng dần theo tổng các chữ số của từng phần tử.
  3. Hãy xóa tất cả các số nguyên tố có trong dãy

Bài làm

I.Ý Tưởng

Viết chương trình thực hiện các yêu cầu sau:

* 1. **Tìm vị trí của k phần tử có giá trị lớn nhất trong dãy.**
  2. **Sắp xếp các phần tử tăng dần theo tổng các chữ số của từng phần tử.**
  3. **Xóa tất cả các số nguyên tố trong dãy.**

**II.Thuật Toán**

### **2.1. Tìm vị trí của k phần tử lớn nhất**

* 1. Duyệt mảng và tìm ra k phần tử có giá trị lớn nhất.
  2. Ghi lại vị trí của các phần tử đó.

### **2.2. Sắp xếp theo tổng chữ số của từng phần tử**

* 1. Tính tổng các chữ số của từng phần tử bằng cách chia lấy dư (n % 10).
  2. Sử dụng một thuật toán sắp xếp (ví dụ: Bubble Sort) để sắp xếp các phần tử theo tổng chữ số.

### **2.3. Xóa số nguyên tố**

* 1. Kiểm tra từng phần tử xem có phải số nguyên tố hay không.
  2. Nếu là số nguyên tố, loại bỏ khỏi dãy.
  3. Thuật toán kiểm tra số nguyên tố: Kiểm tra ước số từ 2 đến √n.

**III.Testcase**

### **Mục tiêu:**

* 1. Kiểm tra đầy đủ 3 yêu cầu của bài toán.

### **3.1. Dữ liệu đầu vào:**

* 1. Dãy số nguyên: 45, 12, 31, 78, 23, 5, 91, 56
  2. k = 3 (Tìm 3 phần tử lớn nhất)

### **3.2. Kết quả mong đợi:**

#### **a. Tìm k phần tử lớn nhất**

* 1. Các phần tử lớn nhất: 91, 78, 56
  2. Vị trí: 6, 3, 7

#### **b. Sắp xếp tăng dần theo tổng các chữ số**

* 1. Tổng chữ số của từng phần tử: 45(9), 12(3), 31(4), 78(15), 23(5), 91(10), 56(11)
  2. Kết quả sau khi sắp xếp: 12, 31, 23, 45, 91, 56, 78

#### **c. Xóa số nguyên tố**

* 1. Các số nguyên tố: 5, 31, 23
  2. Kết quả sau khi xóa: 45, 12, 78, 91, 56

**Code:**

|  |
| --- |
| #include <iostream>  #include <cmath>  using namespace std;  const int MAX\_N = 1000;  int sumOfDigits(int num)  {  int sum = 0;  num = abs(num);  while (num > 0)  {  sum += num % 10;  num /= 10;  }  return sum;  }  bool isPrime(int num)  {  if (num < 2)  return false;  for (int i = 2; i \* i <= num; i++)  {  if (num % i == 0)  return false;  }  return true;  }  void swap(int &a, int &b)  {  int temp = a;  a = b;  b = temp;  }  void sortDescending(int arr[], int n)  {  for (int i = 0; i < n - 1; i++)  {  for (int j = i + 1; j < n; j++)  {  if (arr[i] < arr[j])  {  swap(arr[i], arr[j]);  }  }  }  }  void sortByDigitSum(int arr[], int n)  {  for (int i = 0; i < n - 1; i++)  {  for (int j = i + 1; j < n; j++)  {  if (sumOfDigits(arr[i]) > sumOfDigits(arr[j]))  {  swap(arr[i], arr[j]);  }  }  }  }  int main()  {  int n, k;  int arr[MAX\_N], sortedArr[MAX\_N];  cout << "Nhập số phần tử của dãy: ";  cin >> n;  cout << "Nhập dãy số: ";  for (int i = 0; i < n; i++)  {  cin >> arr[i];  sortedArr[i] = arr[i];  }  cout << "Nhập k: ";  cin >> k;  sortDescending(sortedArr, n);  int maxK = sortedArr[k - 1];  cout << "Vị trí của " << k << " phần tử lớn nhất: ";  for (int i = 0; i < n; i++)  {  if (arr[i] >= maxK)  {  cout << i << " ";  }  }  cout << endl;  sortByDigitSum(arr, n);  cout << "Dãy sau khi sắp xếp theo tổng chữ số: ";  for (int i = 0; i < n; i++)  {  cout << arr[i] << " ";  }  cout << endl;  int newSize = 0;  for (int i = 0; i < n; i++)  {  if (!isPrime(arr[i]))  {  arr[newSize++] = arr[i];  }  }  cout << "Dãy sau khi xóa số nguyên tố: ";  for (int i = 0; i < newSize; i++)  {  cout << arr[i] << " ";  }  cout << endl;  return 0;  } |

**Bài tập 2.** Thông tin về mỗi số hạng của một dãy thức bậc n bao gồm: Hệ số – là một số thực, Bậc – là một số nguyên có giá trị từ 0 đến 100.

* 1. Hãy định nghĩa cấu trúc dữ liệu để lưu trữ các dữ liệu trong bộ nhớ trong của máy tính.
  2. Với cấu trúc dữ liệu đã được định nghĩa, hãy vận dụng một thuật toán sắp xếp và cài đặt chương trình thực hiện việc sắp xếp các số hạng trong dãy theo thứ tự tăng dần của các bậc.

**Bài Làm**

**I.Ý tưởng**

* 1. Chương trình cần quản lý nhiều số hạng của một dãy thức, mỗi số hạng có:
  2. **Hệ số (he\_so): Số thực (float).**
  3. **Bậc (bac): Số nguyên từ 0 đến 100.**
  4. Các số hạng này được lưu trữ trong một mảng (không dùng vector).
  5. Mục tiêu là sắp xếp mảng theo thứ tự tăng dần của bac

**II.Thuật Toán**

Ý tưởng:

* 1. Chọn một phần tử làm chốt (pivot).
  2. Phân chia dãy sao cho các phần tử có bậc nhỏ hơn pivot nằm bên trái, lớn hơn pivot nằm bên phải.
  3. Gọi đệ quy sắp xếp hai phần đó.
  4. Độ phức tạp:
  5. Trung bình: O(n log n)
  6. Tệ nhất: O(n^2)
  7. Tốt nhất: O(n log n)

Ứng dụng: Thích hợp để sắp xếp dãy số hạng theo thứ

III.Testcase:  
Dữ liệu đầu vào: Dãy số hạng với n = 5

|  |
| --- |
| { (3.5, 2), (1.2, 5), (4.0, 1), (2.1, 3), (0.9, 0) } |

* 1. Quick Sort:
  2. Bước 1: Chọn pivot là số hạng cuối cùng (0.9, 0).
  3. Bước 2: Phân chia mảng. Kết quả:  
      { (0.9, 0), (4.0, 1), (3.5, 2), (2.1, 3), (1.2, 5) }
  4. Bước 3: Sắp xếp đệ quy các phần bên trái và phải.
  5. Kết quả cuối cùng:  
      { (0.9, 0), (4.0, 1), (3.5, 2), (2.1, 3), (1.2, 5) }

-Code:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  struct Term {  double coefficient;  int exponent;  };  struct Polynomial {  int degree;  Term \*terms;  Polynomial(int degree) {  this->degree = degree;  terms = new Term[degree];  }  ~Polynomial() {  delete[] terms;  }  };  void readPolynomial(Polynomial &poly) {  cout << "Nhập bậc của đa thức: ";  cin >> poly.degree;  delete[] poly.terms;  poly.terms = new Term[poly.degree];  for (int i = 0; i < poly.degree; i++) {  cout << "Nhập hệ số: ";  cin >> poly.terms[i].coefficient;  cout << "Nhập bậc của biến số: ";  cin >> poly.terms[i].exponent;  }  }  void sortPolynomialTermsByDegree(Polynomial &poly) {  for (int i = 0; i < poly.degree - 1; i++) {  int minIndex = i;  for (int j = i + 1; j < poly.degree; j++) {  if (poly.terms[j].exponent < poly.terms[minIndex].exponent) {  minIndex = j;  }  }  swap(poly.terms[i], poly.terms[minIndex]);  }  }  void printPolynomial(const Polynomial &poly) {  for (int i = 0; i < poly.degree; i++) {  if (i > 0 && poly.terms[i].coefficient > 0) {  cout << " + ";  } else if (poly.terms[i].coefficient < 0) {  cout << " - ";  }  cout << abs(poly.terms[i].coefficient);  if (poly.terms[i].exponent > 0) {  cout << "x";  if (poly.terms[i].exponent > 1) {  cout << "^" << poly.terms[i].exponent;  }  }  }  cout << endl;  }  void test1() {  cout << "Chạy Test 1: Nhập và xuất đa thức" << endl;  Polynomial poly(3);  poly.terms[0] = {3, 4};  poly.terms[1] = {-5, 3};  poly.terms[2] = {2, 2};  cout << "Trước khi sắp xếp: ";  printPolynomial(poly);  sortPolynomialTermsByDegree(poly);  cout << "Sau khi sắp xếp: ";  printPolynomial(poly);  }  void test2() {  cout << "Chạy Test 2: Kiểm tra sắp xếp số hạng theo bậc tăng dần" << endl;  Polynomial poly(4);  poly.terms[0] = {3, 4};  poly.terms[1] = {-5, 3};  poly.terms[2] = {2, 2};  poly.terms[3] = {7, 0};  cout << "Trước khi sắp xếp: ";  printPolynomial(poly);  sortPolynomialTermsByDegree(poly);  cout << "Sau khi sắp xếp: ";  printPolynomial(poly);  }  int main() {  test1();  test2();  return 0;  } |

**Bài tập 3.** Thông tin về các phòng thi tại một hội đồng thi bao gồm: Số phòng – là một số nguyên có giá trị từ 1 đến 200, Nhà – là một chữ cái in hoa từ A → Z, Khả năng chứa – là một số nguyên có giá trị từ 10 → 250.

1. Hãy định nghĩa cấu trúc dữ liệu để lưu trữ các phòng thi này trong bộ nhớ trong của máy tính.
2. Với cấu trúc dữ liệu đã được định nghĩa, vận dụng các thuật toán sắp xếp và cài đặt chương trình thực hiện việc các công việc sau:

* Sắp xếp và in ra màn hình danh sách các phòng thi theo thứ tự giảm dần về Khả năng chứa.
* Sắp xếp và in ra màn hình danh sách các phòng thi theo thứ tự tăng dần theo Nhà (Từ A

→ Z), các phòng cùng một nhà thì sắp xếp theo thứ tự tăng dần theo Số phòng.

* Sắp xếp và in ra màn hình danh sách các phòng thi theo thứ tự tăng dần theo Nhà (Từ A

→ Z), các phòng cùng một nhà thì sắp xếp theo thứ tự **giảm dần theo Khả năng chứa**.

**Bài Làm**

**I.Ý Tưởng**

* 1. **Định nghĩa cấu trúc:**
  2. Sử dụng struct để lưu trữ thông tin phòng thi.
  3. **Các hàm sắp xếp:**
  4. **Sắp xếp theo Khả năng chứa (giảm dần):**
  5. So sánh khaNangChua của hai phòng.
  6. **Sắp xếp theo Nhà, Số phòng (tăng dần):**
  7. So sánh nha trước, nếu giống nhau thì so sánh soPhong.
  8. **Sắp xếp theo Nhà, Khả năng chứa (giảm dần):**
  9. So sánh nha trước, nếu giống nhau thì so sánh khaNangChua (giảm dần).
  10. **Đầu vào, đầu ra:**
  11. **Đầu vào: Danh sách các phòng thi với n phần tử.**
  12. **Đầu ra: Danh sách các phòng thi đã được sắp xếp theo từng yêu cầu.**

**II.Thuật toán**

#### **1. Sắp xếp theo Khả năng chứa (giảm dần):**

* 1. Dùng thuật toán Quick Sort để sắp xếp mảng theo thứ tự giảm dần của trường khaNangChua.
  2. Ý tưởng: Chọn một phần tử làm chốt, phân chia mảng thành hai phần sao cho các phần tử lớn hơn chốt nằm bên trái và nhỏ hơn chốt nằm bên phải.
  3. So sánh trực tiếp giá trị khaNangChua của các phòng thi.

#### **2. Sắp xếp theo Nhà, Số phòng (tăng dần):**

* 1. Dùng thuật toán Quick Sort để sắp xếp mảng theo thứ tự tăng dần của nha.
  2. Nếu hai phòng thi có cùng nha, thì tiếp tục so sánh soPhong và sắp xếp tăng dần.
  3. Ý tưởng: Chọn một phần tử làm chốt, phân chia mảng theo thứ tự nha. Với các phần tử có nha giống nhau, lại tiếp tục phân chia theo soPhong.

#### **3. Sắp xếp theo Nhà, Khả năng chứa (giảm dần):**

* 1. Dùng thuật toán Quick Sort để sắp xếp mảng theo thứ tự tăng dần của nha.
  2. Nếu hai phòng thi có cùng nha, thì tiếp tục so sánh khaNangChua và sắp xếp giảm dần.
  3. Ý tưởng: Chọn một phần tử làm chốt, phân chia mảng theo thứ tự nha. Với các phần tử có nha giống nhau, lại tiếp tục phân chia theo khaNangChua theo chiều giảm dần.

**II.Testcase:**

**Dữ liệu đầu vào:**

Danh sách các phòng thi tại một hội đồng thi:

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | | **Số phòng** | | Nhà | Khả Năng chứa |
| 101 | A | 150 |
| 102 | A | 100 |
| 201 | B | 200 |
| 202 | B | 80 |
| 301 | C | 250 |
| 302 | C | 120 |
| 103 | A | 180 |
| 203 | B | 90 |
| 303 | C | 160 |
| 104 | A | 110 |

#### **Yêu cầu 1: Sắp xếp theo Khả năng chứa (giảm dần)**

|  |  |  |
| --- | --- | --- |
| **Số phòng** | **Nhà** | **Khả năng chứa** |
| 301 | C | 250 |
| 103 | A | 180 |
| 303 | C | 160 |
| 101 | A | 150 |
| 302 | C | 120 |
| 104 | A | 110 |
| 102 | A | 100 |
| 203 | B | 90 |
| 201 | B | 200 |
| 202 | B | 80 |

#### **Yêu cầu 2: Sắp xếp theo Nhà (tăng dần), cùng Nhà thì theo Số phòng (tăng dần)**

|  |  |  |
| --- | --- | --- |
| **Số phòng** | **Nhà** | **Khả năng chứa** |
| 101 | A | 150 |
| 102 | A | 100 |
| 103 | A | 180 |
| 104 | A | 110 |
| 201 | B | 200 |
| 202 | B | 80 |
| 203 | B | 90 |
| 301 | C | 250 |
| 302 | C | 120 |
| 303 | C | 160 |

#### **Yêu cầu 3: Sắp xếp theo Nhà (tăng dần), cùng Nhà thì theo Khả năng chứa (giảm dần)**

|  |  |  |
| --- | --- | --- |
| **Số phòng** | **Nhà** | **Khả năng chứa** |
| 103 | A | 180 |
| 101 | A | 150 |
| 104 | A | 110 |
| 102 | A | 100 |
| 201 | B | 200 |
| 203 | B | 90 |
| 202 | B | 80 |
| 301 | C | 250 |
| 303 | C | 160 |
| 302 | C | 120 |

Code:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  struct Examroom {  int roomNumber;  int capacity;  char building;  Examroom(int roomNumber = 0, int capacity = 0, char building = 'A') {  this->roomNumber = roomNumber;  this->capacity = capacity;  this->building = building;  }  };  void printRooms(const vector<Examroom>& rooms) {  for (const auto& room : rooms) {  cout << "Phòng " << room.roomNumber  << ", Nhà " << room.building  << ", Khả năng chứa " << room.capacity << endl;  }  cout << endl;  }  int partitionByCapacity(vector<Examroom>& rooms, int low, int high) {  int pivot = rooms[high].capacity;  int left = low;  for (int i = low; i < high; i++) {  if (rooms[i].capacity > pivot) {  swap(rooms[i], rooms[left]);  left++;  }  }  swap(rooms[left], rooms[high]);  return left;  }  void quickSortByCapacity(vector<Examroom>& rooms, int low, int high) {  if (low < high) {  int pivot = partitionByCapacity(rooms, low, high);  quickSortByCapacity(rooms, low, pivot - 1);  quickSortByCapacity(rooms, pivot + 1, high);  }  }  int partitionByBuildingRoom(vector<Examroom>& rooms, int low, int high) {  Examroom pivot = rooms[high];  int left = low;  for (int i = low; i < high; i++) {  if (rooms[i].building < pivot.building ||  (rooms[i].building == pivot.building && rooms[i].roomNumber < pivot.roomNumber)) {  swap(rooms[i], rooms[left]);  left++;  }  }  swap(rooms[left], rooms[high]);  return left;  }  void quickSortByBuildingRoom(vector<Examroom>& rooms, int low, int high) {  if (low < high) {  int pivot = partitionByBuildingRoom(rooms, low, high);  quickSortByBuildingRoom(rooms, low, pivot - 1);  quickSortByBuildingRoom(rooms, pivot + 1, high);  }  }  int partitionByBuildingCapacity(vector<Examroom>& rooms, int low, int high) {  Examroom pivot = rooms[high];  int left = low;  for (int i = low; i < high; i++) {  if (rooms[i].building < pivot.building ||  (rooms[i].building == pivot.building && rooms[i].capacity > pivot.capacity)) {  swap(rooms[i], rooms[left]);  left++;  }  }  swap(rooms[left], rooms[high]);  return left;  }  void quickSortByBuildingCapacity(vector<Examroom>& rooms, int low, int high) {  if (low < high) {  int pivot = partitionByBuildingCapacity(rooms, low, high);  quickSortByBuildingCapacity(rooms, low, pivot - 1);  quickSortByBuildingCapacity(rooms, pivot + 1, high);  }  }  void test1() {  vector<Examroom> rooms = {  {103, 150, 'B'},  {102, 200, 'A'},  {101, 120, 'A'},  {105, 180, 'B'},  {104, 100, 'C'}  };  cout << "Test 1 - Trước khi sắp xếp:\n";  printRooms(rooms);  quickSortByCapacity(rooms, 0, rooms.size() - 1);  cout << "Test 1 - Sắp xếp theo Khả năng chứa (Giảm dần):\n";  printRooms(rooms);  quickSortByBuildingRoom(rooms, 0, rooms.size() - 1);  cout << "Test 1 - Sắp xếp theo Nhà (A → Z) & Số phòng (Tăng dần):\n";  printRooms(rooms);  quickSortByBuildingCapacity(rooms, 0, rooms.size() - 1);  cout << "Test 1 - Sắp xếp theo Nhà (A → Z) & Khả năng chứa (Giảm dần):\n";  printRooms(rooms);  }  void test2() {  vector<Examroom> rooms = {  {201, 100, 'C'},  {105, 250, 'B'},  {103, 180, 'B'},  {101, 130, 'A'},  {102, 220, 'A'}  };  cout << "Test 2 - Trước khi sắp xếp:\n";  printRooms(rooms);  quickSortByCapacity(rooms, 0, rooms.size() - 1);  cout << "Test 2 - Sắp xếp theo Khả năng chứa (Giảm dần):\n";  printRooms(rooms);  quickSortByBuildingRoom(rooms, 0, rooms.size() - 1);  cout << "Test 2 - Sắp xếp theo Nhà (A → Z) & Số phòng (Tăng dần):\n";  printRooms(rooms);  quickSortByBuildingCapacity(rooms, 0, rooms.size() - 1);  cout << "Test 2 - Sắp xếp theo Nhà (A → Z) & Khả năng chứa (Giảm dần):\n";  printRooms(rooms);  }  int main() {  test1();  // test2();  return 0;  } |

**Bài tập 4.** Cho ma trận hai chiều *m* dòng *n* cột, các phần tử là các số nguyên dương.

1. Tìm số nguyên tố lớn nhất trong ma trận.
2. Tìm những dòng của ma trận có chứa giá trị nguyên tố.
3. Tìm những dòng của ma trận chỉ chứa các số nguyên tố.

Bài làm

**I.Ý Tưởng:**

#### **1. Tìm số nguyên tố lớn nhất trong ma trận:**

* 1. Duyệt từng phần tử trong ma trận.
  2. Kiểm tra xem phần tử đó có phải số nguyên tố hay không.
  3. Nếu có, so sánh với số nguyên tố lớn nhất đã tìm thấy.
  4. Cập nhật giá trị lớn nhất nếu tìm thấy số nguyên tố lớn hơn.
  5. Sau khi duyệt hết ma trận, trả về số nguyên tố lớn nhất.

#### **2. Tìm những dòng của ma trận có chứa ít nhất một số nguyên tố:**

* 1. Duyệt từng dòng của ma trận.
  2. Kiểm tra từng phần tử trong dòng, nếu có số nguyên tố thì đánh dấu dòng đó.
  3. Lưu lại danh sách các dòng chứa ít nhất một số nguyên tố.

#### **3. Tìm những dòng của ma trận chỉ chứa số nguyên tố:**

* 1. Duyệt từng dòng của ma trận.
  2. Kiểm tra tất cả phần tử trong dòng:
  3. Nếu toàn bộ phần tử trong dòng đều là số nguyên tố → thêm dòng đó vào danh sách kết quả.
  4. Trả về danh sách các dòng thỏa mãn điều kiện.

**II.Thuật toán:**

#### **1. Tìm số nguyên tố lớn nhất trong ma trận:**

* 1. Duyệt từng phần tử trong ma trận, kiểm tra số đó có phải số nguyên tố không.
  2. Nếu có, so sánh với số nguyên tố lớn nhất đã tìm thấy.
  3. Kết quả là số nguyên tố lớn nhất trong ma trận.

#### **2. Tìm những dòng của ma trận có chứa giá trị nguyên tố:**

* 1. Duyệt từng dòng trong ma trận.
  2. Nếu dòng chứa ít nhất một số nguyên tố, lưu lại chỉ số dòng đó.

#### **3. Tìm những dòng của ma trận chỉ chứa các số nguyên tố:**

* 1. Duyệt từng dòng trong ma trận.
  2. Nếu tất cả phần tử trong dòng đều là số nguyên tố, lưu lại chỉ số dòng đó.

**III.Testcase:**

#### **Dữ liệu đầu vào:**

Cho ma trận *4×44* :

![](data:image/png;base64,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)

#### **Kết quả mong đợi:**

* 1. **Số nguyên tố lớn nhất:**
  2. Các số nguyên tố trong ma trận: 5, 11, 7, 13, 17, 19, 23
  3. Số lớn nhất: 23
  4. **Những dòng chứa số nguyên tố:**
  5. Dòng 1: (có 5, 11)
  6. Dòng 2: (có 7)
  7. Dòng 3: (có 13, 17, 19, 23)

**→ Kết quả: Dòng 1, 2, 3**

* 1. **Những dòng chỉ chứa số nguyên tố:**
  2. Dòng 1: (4 không phải số nguyên tố) → ❌
  3. Dòng 2: (8, 9, 10 không phải số nguyên tố) → ❌
  4. Dòng 3: (chỉ chứa 13, 17, 19, 23 – toàn số nguyên tố) → ✅
  5. Dòng 4: (14, 15, 16, 18 không phải số nguyên tố) → ❌

**→ Kết quả: Dòng 3**

**Code:**

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  void printMatrix(int\*\* Matrix, int row, int col);  bool Is\_prime(int n);  int Max\_prime\_element(int\*\* Matrix, int row, int col);  vector<int> Row\_only\_have\_prime\_element(int\*\* Matrix, int row, int col);  void test1();  void test2();  int main() {  test1();  test2();  return 0;  }  void printMatrix(int\*\* Matrix, int row, int col) {  cout << "Ma trận:\n";  for (int i = 0; i < row; i++) {  for (int j = 0; j < col; j++) {  cout << Matrix[i][j] << " ";  }  cout << endl;  }  }  bool Is\_prime(int n) {  if (n < 2) return false;  if (n == 2) return true;  for (int i = 2; i <= sqrt(n); i++) {  if (n % i == 0) return false;  }  return true;  }  int Max\_prime\_element(int\*\* Matrix, int row, int col) {  int Max\_element = -1;  for (int i = 0; i < row; i++) {  for (int j = 0; j < col; j++) {  if (Is\_prime(Matrix[i][j]) && Matrix[i][j] > Max\_element) {  Max\_element = Matrix[i][j];  }  }  }  return Max\_element;  }  vector<int> Row\_only\_have\_prime\_element(int\*\* Matrix, int row, int col) {  vector<int> rows;  for (int i = 0; i < row; i++) {  bool allPrime = true;  for (int j = 0; j < col; j++) {  if (!Is\_prime(Matrix[i][j])) {  allPrime = false;  break;  }  }  if (allPrime) {  rows.push\_back(i);  }  }  return rows;  }  void test1() {  int row = 3, col = 3;  int\*\* Matrix = new int\*[row];  for (int i = 0; i < row; i++) {  Matrix[i] = new int[col];  }  int testData[3][3] = {  {2, 3, 5},  {4, 6, 8},  {11, 13, 17}  };  for (int i = 0; i < row; i++)  for (int j = 0; j < col; j++)  Matrix[i][j] = testData[i][j];  cout << "===== TEST 1 ====="<<endl;  printMatrix(Matrix, row, col);  cout << "Số nguyên tố lớn nhất: " << Max\_prime\_element(Matrix, row, col) << endl;  vector<int> primeRows = Row\_only\_have\_prime\_element(Matrix, row, col);  cout << "Các hàng chỉ chứa số nguyên tố: ";  if (primeRows.empty()) cout << "Không có hàng nào.";  else {  for (int r : primeRows) cout << r << " ";  }  cout << endl;  for (int i = 0; i < row; i++) delete[] Matrix[i];  delete[] Matrix;  }  void test2() {  int row = 4, col = 4;  int\*\* Matrix = new int\*[row];  for (int i = 0; i < row; i++) {  Matrix[i] = new int[col];  }  int testData[4][4] = {  {7, 11, 13, 17},  {10, 12, 14, 16},  {19, 23, 29, 31},  {6, 9, 15, 21}  };  for (int i = 0; i < row; i++)  for (int j = 0; j < col; j++)  Matrix[i][j] = testData[i][j];  cout << "===== TEST 2 ====="<<endl;  printMatrix(Matrix, row, col);  cout << "Số nguyên tố lớn nhất: " << Max\_prime\_element(Matrix, row, col) << endl;  vector<int> primeRows = Row\_only\_have\_prime\_element(Matrix, row, col);  cout << "Các hàng chỉ chứa số nguyên tố: ";  if (primeRows.empty()) cout << "Không có hàng nào.";  else {  for (int r : primeRows) cout << r << " ";  }  cout << endl;  for (int i = 0; i < row; i++) delete[] Matrix[i];  delete[] Matrix;  } |

**Bài tập 5.** Cho ma trận hai chiều *m* dòng *n* cột, các phần tử là các số nguyên dương.

1. Tìm dòng có tổng lớn nhất.

©DNTAI

* 1. Sắp xếp các dòng sao cho dòng có tổng các phần tử lớn hơn sẽ nằm phía trên.

Bài làm

**I.Ý Tưởng:**

#### **1. Tìm dòng có tổng lớn nhất:**

* 1. Khởi tạo biến maxSum = 0 để lưu tổng lớn nhất và maxRow để lưu chỉ số dòng có tổng lớn nhất.
  2. Duyệt từng dòng trong ma trận, tính tổng các phần tử của dòng đó.
  3. So sánh với maxSum, nếu tổng lớn hơn thì cập nhật maxSum và maxRow.
  4. Sau khi duyệt hết ma trận, trả về dòng có tổng lớn nhất.

#### **2. Sắp xếp các dòng theo tổng giảm dần:**

* 1. Tính tổng từng dòng và lưu vào một mảng phụ.
  2. Sử dụng một thuật toán sắp xếp (Bubble Sort, Selection Sort, Quick Sort, v.v.) để sắp xếp các dòng theo tổng giảm dần.
  3. In ra ma trận sau khi sắp xếp.

**II.Thuật Toán:**  
**1. Tìm dòng có tổng lớn nhất:**

* 1. Duyệt từng dòng i từ 0 đến m - 1:
  2. Tính tổng sum của dòng i.
  3. Nếu sum > maxSum, cập nhật maxSum = sum và maxRow = i.
  4. Kết quả là dòng maxRow có tổng lớn nhất maxSum.

#### **2. Sắp xếp các dòng theo tổng giảm dần:**

* 1. Tạo mảng rowSums chứa tổng các phần tử của từng dòng.
  2. Áp dụng thuật toán Bubble Sort để sắp xếp các dòng theo tổng giảm dần:
  3. Duyệt qua tất cả các dòng i từ 0 đến m - 2:
  4. Duyệt qua tất cả các dòng j từ 0 đến m - 2 - i:

Nếu rowSums[j] < rowSums[j+1], hoán đổi rowSums[j] với rowSums[j+1] và hoán đổi hai dòng trong ma trận.

**III.Testcase:**
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#### **Kết quả tìm dòng có tổng lớn nhất:**

* 1. Tổng các dòng:
  2. Dòng 0: 12 + 8 + 15 + 9 = 44
  3. Dòng 1: 6 + 4 + 5 + 3 = 18
  4. Dòng 2: 20 + 1 + 2 + 1 = 24
  5. Dòng 3: 7 + 6 + 8 + 10 = 31
  6. Dòng 4: 5 + 15 + 2 + 0 = 22
  7. **Dòng có tổng lớn nhất là dòng 0 với tổng = 44.**

#### **Kết quả sắp xếp các dòng theo tổng giảm dần:**
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Code:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  void ScanArray2D(int \*\*array2d, int &row, int &collum);  vector<int>sumofRows(int \*\*array2d, int row, int collum);  vector<int>RowshaveMaxSum(int \*\*array2d, int row, int collum);  int partition(int \*a, int low, int high);  void quickSort(int \*a, int low, int high);  int main ()  {  return 0;  }  void ScanArray2D(int \*\*array2d, int &row, int &collum)  {  cin >> row >> collum;  array2d = new int \*[row];  for (int i = 0; i < row; i++)  array2d[i] = new int[collum];  for (int i = 0; i < row; i++)  for (int j = 0; j < collum; j++)  cin >> array2d[i][j];  }  vector<int>sumofRows(int \*\*array2d, int row, int collum)  {  vector<int>sum;  for (int i = 0; i < row; i++)  {  int sumRow = 0;  for (int j = 0; j < collum; j++)  sumRow += array2d[i][j];  sum.push\_back(sumRow);  }  return sum;  }  vector<int>RowshaveMaxSum(int \*\*array2d, int row, int collum)  {  vector<int>sum = sumofRows(array2d, row, collum);  vector<int>result;  int maxSum = sum[0];  for (int i = 1; i < row; i++)  if (sum[i] > maxSum)  maxSum = sum[i];  for (int i = 0; i < row; i++)  if (sum[i] == maxSum)  result.push\_back(i);  return result;  } |

**Bài tập 6.** Cho mảng một chiều gồm *n* phần tử là các số nguyên không âm.

* Hãy sắp xếp các số chẵn trong mảng theo thứ tự tăng dần.
* Sắp xếp các số lẻ theo thứ tự giảm dần.
* Các số 0 giữ nguyên vị trí.

Bài làm

**I.Ý Tưởng:**

**1.Phân tích đề bài:**

* 1. Cho một mảng một chiều gồm n phần tử là các số nguyên không âm.
  2. Yêu cầu:
  3. Sắp xếp các số chẵn theo thứ tự tăng dần.
  4. Sắp xếp các số lẻ theo thứ tự giảm dần.
  5. Các số 0 phải giữ nguyên vị trí.
  6. **Phương pháp giải:**
  7. **Bước 1: Tạo hai mảng phụ** evenNumbers và oddNumbers để chứa số chẵn và số lẻ từ mảng gốc.
  8. **Bước 2: Duyệt qua mảng gốc:**
  9. Nếu phần tử là số 0, bỏ qua.
  10. Nếu phần tử là số chẵn khác 0, thêm vào evenNumbers.
  11. Nếu phần tử là số lẻ, thêm vào oddNumbers.
  12. **Bước 3: Sắp xếp:**
  13. evenNumbers theo thứ tự tăng dần.
  14. oddNumbers theo thứ tự giảm dần.
  15. **Bước 4: Tạo một mảng kết quả bằng cách duyệt qua mảng gốc:**
  16. Nếu phần tử là số 0, giữ nguyên.
  17. Nếu phần tử là số chẵn, lấy phần tử đầu tiên trong evenNumbers rồi xoá khỏi mảng đó.
  18. Nếu phần tử là số lẻ, lấy phần tử đầu tiên trong oddNumbers rồi xoá khỏi mảng đó.
  19. **Nhận xét:**
  20. Thao tác phân loại chỉ duyệt qua mảng một lần => Độ phức tạp O(n).
  21. Thao tác sắp xếp phụ thuộc vào số lượng số chẵn và số lẻ:
  22. evenNumbers: O(k1 log k1), với k1 là số phần tử chẵn.
  23. oddNumbers: O(k2 log k2), với k2 là số phần tử lẻ.
  24. Thao tác ghép mảng kết quả lại là O(n).
  25. **Tổng độ phức tạp: O(n log n) trong trường hợp xấu nhất (toàn bộ là số lẻ hoặc số chẵn).**

**II.Thuật Toán:**

#### **1**. Sắp xếp số chẵn tăng dần, số lẻ giảm dần, giữ nguyên số 0:

* 1. Tạo hai mảng phụ evenNumbers và oddNumbers.
  2. Duyệt qua từng phần tử của mảng gốc:
  3. Nếu phần tử là số 0, bỏ qua.
  4. Nếu phần tử là số chẵn khác 0, thêm vào evenNumbers.
  5. Nếu phần tử là số lẻ, thêm vào oddNumbers.
  6. Sắp xếp evenNumbers theo thứ tự tăng dần.
  7. Sắp xếp oddNumbers theo thứ tự giảm dần.
  8. Tạo một mảng kết quả bằng cách duyệt qua mảng gốc:
  9. Nếu phần tử là số 0, thêm số 0 vào mảng kết quả.
  10. Nếu phần tử là số chẵn, lấy số đầu tiên từ evenNumbers.
  11. Nếu phần tử là số lẻ, lấy số đầu tiên từ oddNumbers.

**III.Testcase:**

Ví dụ mảng đầu vào:

![](data:image/png;base64,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)

#### **Phân loại:**

* 1. Số chẵn: 4, 6, 2
  2. Số lẻ: 7, 3, 9, 5
  3. Số 0: 0, 0, 0

#### **Sắp xếp:**

* 1. Số chẵn tăng dần: 2, 4, 6
  2. Số lẻ giảm dần: 9, 7, 5, 3
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**Code:**

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  void readArray(int\* &a, int &n);  void printArray(int\* a, int n);  void swap(int &a, int &b);  void SortEvenOddKeepZero(int\* &array, int n);  int main()  {  int \*Array;  int n;  readArray(Array, n);  cout << "Mang ban dau la: ";  printArray(Array, n);  SortEvenOddKeepZero(Array, n);  cout << "\nMang sau khi sap xep la: ";  printArray(Array, n);  delete[] Array;  return 0;  }  void readArray(int\* &a, int &n)  {  cin >> n;  a = new int[n];  for (int i = 0; i < n; i++)  {  cin >> a[i];  }  }  void printArray(int\* a, int n)  {  for (int i = 0; i < n; i++)  {  cout << a[i] << " ";  }  }  void swap(int &a, int &b)  {  int temp = a;  a = b;  b = temp;  }  void SortEvenOddKeepZero(int\* &array, int n){  vector<int> evenindex, oddindex;  for (int i = 0; i < n; i++)  {  if (array[i] == 0)  {  continue;  }  if (array[i] % 2 == 0)  {  evenindex.push\_back(i);  }  else  {  oddindex.push\_back(i);  }  }  for(int i=0;i<evenindex.size()-1;i++){  for(int j=0;i<evenindex.size()-i-1;i++)  {  if(array[evenindex[j]]>array[evenindex[j+1]])  {  swap(array[evenindex[j]],array[evenindex[j+1]]);  }  }  }  for(int i=0;i<oddindex.size()-1;i++){  for(int j=0;i<oddindex.size()-i-1;i++)  {  if(array[oddindex[j]]>array[oddindex[j+1]])  {  swap(array[oddindex[j]],array[oddindex[j+1]]);  }  }  }  } |

**Bài tập 7.** Cho mảng một chiều gồm *n* phần tử là các số nguyên dương.

* 1. Hãy sắp xếp sao cho các phần tử chẵn ở đầu, các phần tử lẻ về cuối.
  2. Yêu cầu độ phức tạp là O(n).

Bài làm

I.Ý Tưởng:  
Phân tích đề bài:

-Cho một mảng một chiều gồm n phần tử là các số nguyên dương.

-Yêu cầu:

* 1. Sắp xếp sao cho:
  2. Các phần tử chẵn nằm ở đầu mảng.
  3. Các phần tử lẻ nằm ở cuối mảng.
  4. Độ phức tạp yêu cầu: O(n).

Phương pháp giải:

-Đây là bài toán phân loại (Partitioning) với yêu cầu độ phức tạp O(n), có thể giải bằng cách Duyệt hai con trỏ (Two-Pointer Approach).

Thuật toán:

-Khởi tạo hai con trỏ:

* 1. left = 0 (trỏ vào phần tử đầu tiên của mảng).
  2. right = n - 1 (trỏ vào phần tử cuối cùng của mảng).

-Lặp lại đến khi left >= right:

* 1. Nếu phần tử ở left là số chẵn (array[left] % 2 == 0) thì tăng **left lên (left++).**
  2. **Nếu phần tử ở right là số lẻ (array[right] % 2 == 1) thì giảm right xuống (right--).**
  3. **Nếu array[left] là số lẻ và array[right] là số chẵn, hoán đổi hai phần tử và cập nhật left++, right--.**

**Mảng sau khi hoàn thành sẽ có tất cả các số chẵn nằm ở đầu, số lẻ nằm ở cuối.**

**Nhận xét:**

* 1. **Độ phức tạp: O(n) vì mỗi phần tử được duyệt qua đúng một lần.**
  2. **Bộ nhớ: Chỉ cần dùng thêm một vài biến phụ nên không gian sử dụng là O(1).**
  3. **Phù hợp cho mảng có kích thước lớn vì không cần sắp xếp thật sự.**
  4. **II. Thuật Toán:**  
     **Khởi tạo hai con trỏ:**
  5. left = 0 (trỏ đến đầu mảng).
  6. right = n - 1 (trỏ đến cuối mảng).
  7. **Duyệt mảng:**
  8. Lặp lại khi left < right:
  9. Nếu array[left] là số chẵn (array[left] % 2 == 0):
  10. Tăng left lên 1 (left++).
  11. Nếu array[right] là số lẻ (array[right] % 2 == 1):
  12. Giảm right xuống 1 (right--).
  13. Nếu array[left] là số lẻ và array[right] là số chẵn:
  14. Hoán đổi array[left] và array[right].
  15. Tăng left lên 1 (left++) và giảm right xuống 1 (right--).
  16. **Kết thúc:**
  17. Sau khi vòng lặp kết thúc, mảng đã được phân loại thành các phần tử chẵn ở đầu và phần tử lẻ ở cuối.

**III.Testcase:**

|  |
| --- |
|  |

**Code:**

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  void ReadArray(int\* &array ,int &size);  void SwapEvennumandOddnum(int\* &nums ,int size);  void PrintArray(int\* array ,int size);  void test1() {  int\* array = new int[5]{1, 2, 3, 4, 5};  int size = 5;  SwapEvennumandOddnum(array, size);  PrintArray(array, size);  delete[] array;  }  void test2() {  int\* array = new int[10]{10, 21, 32, 43, 54, 65, 76, 87, 98, 109};  int size = 10;  SwapEvennumandOddnum(array, size);  PrintArray(array, size);  delete[] array;  }  void test3() {  int\* array = new int[8]{15, 14, 13, 12, 11, 10, 9, 8};  int size = 8;  SwapEvennumandOddnum(array, size);  PrintArray(array, size);  delete[] array;  }  void test4() {  int\* array = new int[7]{7, 14, 21, 28, 35, 42, 49};  int size = 7;  SwapEvennumandOddnum(array, size);  PrintArray(array, size);  delete[] array;  }  int main() {  test1();  cout << endl;  test2();  cout << endl;  test3();  cout << endl;  test4();  cout << endl;  return 0;  }  void ReadArray(int\* &array ,int &size)  {  cout << "Nhap so phan tu cua mang: ";  cin >> size;  array = new int[size];  for (int i = 0; i < size; i++)  {  cout << "Nhap phan tu thu " << i + 1 << ": ";  cin >> array[i];  }  }  void PrintArray(int\* array ,int size)  {  for (int i = 0; i < size; i++)  {  cout << array[i] << " ";  }  }  void SwapEvennumandOddnum(int\* &nums ,int size)  {  int left = 0, right = size - 1;  while(left < right) {  if(nums[left] % 2 > nums[right] % 2)  swap(nums[left], nums[right]);    if(nums[left] % 2 == 0)  left++;  if(nums[right] % 2 == 1)  right--;  }  } |

**Bài tập 8.** Với mỗi hoán vị A(𝑎𝑎1, 𝑎𝑎2, 𝑎𝑎3, … , 𝑎𝑎𝑁𝑁) của N số tự nhiên đầu tiên, ta ký hiệu: 𝐵𝐵 = (𝑏𝑏1, 𝑏𝑏2, … , 𝑏𝑏𝑁𝑁) là một mảng, trong đó:

𝑏𝑏𝑖𝑖 = số lượng phần tử đứng trước số 𝑖𝑖 và lớn hơn 𝑖𝑖, ∀1 ≤ 𝑖𝑖 ≤ 𝑁𝑁.

Mảng B được gọi là **mảng nghịch thế** của mảng A.

**Ví dụ:** Nếu A là một hoán vị của 9 số tự nhiên đầu tiên: A = (5, 9, 1, 8, 2, 6, 4, 7, 3)

Thì **mảng nghịch thế** sẽ là: B = (2, 3, 6, 4, 0, 2, 2, 1, 0)

**Yêu cầu bài toán**

1. Viết hàm tìm mảng nghịch thế của một hoán vị.
   1. Viết hàm tìm hoán vị của một mảng nghịch thế (nếu có).

Bài Làm

I.Ý Tưởng

* 1. Khởi tạo mảng B có kích thước N với tất cả phần tử bằng 0.
  2. Duyệt qua từng phần tử i trong mảng A:
  3. Với mỗi i, duyệt qua các phần tử j (từ 0 đến i - 1).
  4. Nếu A[j] > i thì tăng B[i - 1] lên 1.
  5. Kết thúc, mảng B sẽ chứa số lượng phần tử lớn hơn i đứng trước i.

### Ý tưởng tìm mảng hoán vị A từ mảng nghịch thế B (nếu có):

* 1. Khởi tạo mảng A có kích thước N với tất cả phần tử bằng 0.
  2. Tạo một danh sách S chứa các số tự nhiên từ 1 đến N.
  3. Duyệt qua từng phần tử i của B:
  4. Nếu B[i] lớn hơn hoặc bằng kích thước của S, trả về thông báo không tồn tại mảng hoán vị A.
  5. Chọn phần tử trong S theo chỉ số B[i] và gán vào A[i].
  6. Xóa phần tử đã chọn khỏi S.
  7. Trả về mảng A.

**II.Thuật Toán:**

### **✅ Thuật toán tìm mảng nghịch thế B từ mảng hoán vị A:**

**Input:** Mảng hoán vị A có N phần tử.

**Output:** Mảng nghịch thế B có N phần tử.

**Các bước thực hiện:**

-Khởi tạo mảng B kích thước N với tất cả phần tử bằng 0.

-Lặp qua từng phần tử i từ 1 đến N (chỉ số từ 0 đến N-1 trong mảng A):

* 1. Khởi tạo B[i] = 0.
  2. Lặp qua từng phần tử j từ 0 đến i - 1:
  3. Nếu A[j] > i + 1 thì tăng B[i] lên 1.

Trả về mảng B.

### **✅ Thuật toán tìm mảng hoán vị A từ mảng nghịch thế B:**

**-Input:** Mảng nghịch thế B có N phần tử.

**-Output:** Mảng hoán vị A có N phần tử hoặc thông báo không tồn tại.

**-Các bước thực hiện:**

* 1. Khởi tạo mảng A kích thước N với tất cả phần tử bằng 0.
  2. Tạo một danh sách S chứa các số tự nhiên từ 1 đến N.
  3. Lặp qua từng phần tử i từ 0 đến N - 1:
  4. Nếu B[i] lớn hơn hoặc bằng kích thước của S:
  5. Trả về thông báo "Không tồn tại mảng hoán vị A tương ứng".
  6. Gán A[i] bằng phần tử ở vị trí B[i] trong danh sách S.
  7. Xóa phần tử đó khỏi S.

-Trả về mảng A.

**III.Testcase:**  
Testcase 1:

* 1. Input: A = (5, 9, 1, 8, 2, 6, 4, 7, 3)
  2. Output: B = (2, 3, 6, 4, 0, 2, 2, 1, 0)

#### Testcase 2:

* 1. Input: A = (1, 2, 3, 4, 5)
  2. Output: B = (0, 0, 0, 0, 0)

#### Testcase 3:

* 1. Input: A = (2, 1, 4, 3)
  2. Output: B = (1, 0, 1, 0)

#### Testcase 4 (Ngược lại):

* 1. Input: B = (2, 3, 6, 4, 0, 2, 2, 1, 0)
  2. Output: A = (5, 9, 1, 8, 2, 6, 4, 7, 3)

Code:

|  |
| --- |
| #include <bits/stdc++.h>  using namespace std;  void input\_data(int\* &array, int &size);  void output\_data(int\* array, int size);  void Merge(int\* array, int\* B, int left, int mid, int right);  void MergeSort(int\* array, int\* B, int left, int right);  void find\_permutation(int\* B, int size, int\* A);  int main()  {  int \*A, N;  input\_data(A, N);  int \*B = new int[N]();  MergeSort(A, B, 0, N - 1);  output\_data(B, N);  int\* A\_reconstructed = new int[N];  find\_permutation(B, N, A\_reconstructed);  output\_data(A\_reconstructed, N);  delete[] A;  delete[] B;  delete[] A\_reconstructed;  return 0;  }  void input\_data(int\* &array, int &size)  {  cin >> size;  array = new int[size];  for (int i = 0; i < size; i++)  {  cin >> array[i];  }  }  void output\_data(int\* array, int size)  {  for (int i = 0; i < size; i++)  {  cout << array[i] << " ";  }  cout << endl;  }  void Merge(int\* array, int\* B, int left, int mid, int right)  {  int n1 = mid - left + 1;  int n2 = right - mid;  vector<int> L(n1), R(n2);    for (int i = 0; i < n1; i++) L[i] = array[left + i];  for (int i = 0; i < n2; i++) R[i] = array[mid + 1 + i];  int i = 0, j = 0, k = left, count = 0;  while (i < n1 && j < n2)  {  if (L[i] <= R[j])  {  array[k] = L[i];  B[L[i] - 1] += count;  i++;  }  else  {  array[k] = R[j];  count++;  j++;  }  k++;  }  while (i < n1)  {  array[k] = L[i];  B[L[i] - 1] += count;  i++;  k++;  }  while (j < n2)  {  array[k] = R[j];  j++;  k++;  }  }  void MergeSort(int\* array, int\* B, int left, int right)  {  if (left < right)  {  int mid = left + (right - left) / 2;  MergeSort(array, B, left, mid);  MergeSort(array, B, mid + 1, right);  Merge(array, B, left, mid, right);  }  }  void find\_permutation(int\* B, int size, int\* A)  {  vector<int> remaining;  for (int i = 1; i <= size; i++)  remaining.push\_back(i);    for (int i = 0; i < size; i++)  {  A[i] = remaining[B[i]];  remaining.erase(remaining.begin() + B[i]);  }  } |

**Bài tập 9.** Cho thông tin về một sinh viên bao gồm:

* Mã số – là một số nguyên dương.
* Họ và đệm – là một chuỗi có tối đa 20 ký tự.
* Tên sinh viên – là một chuỗi có tối đa 40 ký tự.
* Ngày, tháng, năm sinh – là các số nguyên dương.
* Phái – là “Nam” hoặc “Nữ”.
* Điểm trung bình – là các số thực có giá trị từ 0.00 → 10.00.

1. Viết chương trình nhập vào danh sách sinh viên (ít nhất là 10 sinh viên), không nhập trùng mã giữa các sinh viên với nhau và lưu trữ danh sách này vào một tập tin có tên SINHVIEN.DAT.
2. Sau đó vận dụng các thuật toán sắp xếp đã học để sắp xếp danh sách sinh viên theo thứ tự tăng dần theo Mã sinh viên. In danh sách sinh viên trong tập tin SINHVIEN.DAT sau khi sắp xếp ra màn hình.
3. Tạo các tập tin chỉ mục theo các khóa trong các trường hợp sau:

* Chỉ mục sắp xếp theo Mã sinh viên tăng dần.
* Chỉ mục sắp xếp theo Tên sinh viên từ A → Z, nếu cùng tên thì sắp xếp Họ và đệm theo thứ tự A → Z.
* Chỉ mục sắp xếp theo Điểm trung bình giảm dần.

1. Lưu các tập tin chỉ mục theo các khóa nêu trên vào trong ba tập tin tương ứng là:

* SVMASO.IDX (sắp xếp theo Mã sinh viên)
* SVTH.IDX (sắp xếp theo Tên sinh viên)
* SVDTB.IDX (sắp xếp theo Điểm trung bình)

1. Dựa vào các tập tin chỉ mục, mở và đọc danh sách sinh viên trong tập tin SINHVIEN.DAT

theo đúng thứ tự sắp xếp ứng với từng tập tin chỉ mục.

* 1. Nhận xét về cách thực hiện việc sắp xếp dữ liệu trên tập tin theo chỉ mục.

Bài Làm

**I.Ý Tưởng**

Bài toán yêu cầu sắp xếp danh sách sinh viên lưu trong file nhị phân SINHVIEN.DAT theo nhiều khóa khác nhau và tạo ra các file chỉ mục tương ứng (SVMASO.IDX, SVTH.IDX, SVDTB.IDX).

#### 1. Nhập dữ liệu và lưu file SINHVIEN.DAT:

* 1. Khai báo cấu trúc SinhVien với các thuộc tính cần thiết (MaSo, HoVaDem, Ten, NgaySinh, ThangSinh, NamSinh, Phai, DiemTrungBinh).
  2. Nhập danh sách sinh viên từ bàn phím (ít nhất 10 sinh viên).
  3. Kiểm tra không nhập trùng MaSo bằng cách so sánh với những mã số đã nhập trước đó.
  4. Ghi dữ liệu vào file SINHVIEN.DAT theo định dạng nhị phân.

#### 2. Tạo file chỉ mục (index[]) và sắp xếp:

* 1. Đọc dữ liệu từ SINHVIEN.DAT vào mảng ds[].
  2. Khởi tạo mảng index[] chứa các chỉ số từ 0 đến n-1.
  3. Sắp xếp index[] theo nhiều tiêu chí khác nhau:

-Theo MaSo (tăng dần):

* 1. Sử dụng thuật toán sắp xếp bất kỳ (Bubble Sort, Selection Sort, Merge Sort, v.v.) để sắp xếp index[] dựa theo ds[index[i]].MaSo.
  2. Ghi index[] ra file SVMASO.IDX.
  3. Theo Ten (từ A -> Z), nếu trùng thì theo HoVaDem (A -> Z):
  4. So sánh ds[index[i]].Ten trước, nếu giống nhau thì so sánh ds[index[i]].HoVaDem.
  5. Ghi index[] ra file SVTH.IDX.
  6. Theo DiemTrungBinh (giảm dần):
  7. So sánh ds[index[i]].DiemTrungBinh theo thứ tự từ lớn đến bé.
  8. Ghi index[] ra file SVDTB.IDX.

#### 3. Đọc và hiển thị file theo chỉ mục:

* 1. Mở file SINHVIEN.DAT và các file chỉ mục (SVMASO.IDX, SVTH.IDX, SVDTB.IDX).
  2. Đọc index[] từ các file chỉ mục.
  3. Duyệt index[] và lấy phần tử tương ứng trong ds[] để hiển thị ra màn hình theo đúng thứ tự chỉ mục yêu cầu.

#### 4. Nhận xét về cách thực hiện:

* 1. Việc tạo chỉ mục giúp lưu được nhiều cách sắp xếp khác nhau mà không cần thay đổi file gốc SINHVIEN.DAT.
  2. Chỉ mục giúp tìm kiếm, sắp xếp và hiển thị dữ liệu theo yêu cầu một cách nhanh chóng.
  3. Không cần thay đổi thứ tự lưu trữ vật lý của dữ liệu trong file SINHVIEN.DAT.

**II.Thuật Toán**

* 1. Nhập và lưu dữ liệu sinh viên:
  2. Khai báo cấu trúc SinhVien chứa các trường:
  3. MaSo (int)
  4. HoVaDem (char[21])
  5. Ten (char[41])
  6. NgaySinh, ThangSinh, NamSinh (int)
  7. Phai (char[4])
  8. DiemTrungBinh (float)
  9. Nhập thông tin cho ít nhất 10 sinh viên.
  10. Kiểm tra không nhập trùng MaSo.
  11. Ghi danh sách sinh viên vào tệp SINHVIEN.DAT (dạng nhị phân).
  12. Tạo chỉ mục:
  13. Đọc dữ liệu từ SINHVIEN.DAT vào mảng sinh viên ds[].
  14. Tạo mảng index[] chứa các chỉ số tương ứng với mảng ds[].
  15. Sắp xếp theo các khóa:
  16. Theo MaSo: Sắp xếp index[] bằng cách so sánh ds[index[i]].MaSo.
  17. Theo Ten và HoVaDem: Sắp xếp index[] bằng cách so sánh ds[index[i]].Ten. Nếu trùng thì so sánh ds[index[i]].HoVaDem.
  18. Theo DiemTrungBinh: Sắp xếp index[] bằng cách so sánh ds[index[i]].DiemTrungBinh theo thứ tự giảm dần.
  19. Lưu tệp chỉ mục:
  20. Ghi index[] sau khi sắp xếp vào các tệp:
  21. SVMASO.IDX (sắp xếp theo MaSo)
  22. SVTH.IDX (sắp xếp theo Ten)
  23. SVDTB.IDX (sắp xếp theo DiemTrungBinh)
  24. Đọc dữ liệu theo chỉ mục:
  25. Đọc từng tệp chỉ mục (SVMASO.IDX, SVTH.IDX, SVDTB.IDX) để hiển thị danh sách sinh viên từ SINHVIEN.DAT theo đúng thứ tự sắp xếp.

**III.Testcase:**

|  |
| --- |
| * 1. MaSo: 102, HoVaDem: Le Van, Ten: An, NgaySinh: 10, ThangSinh: 5, NamSinh: 2001, Phai: Nam, DiemTrungBinh: 8.5   2. MaSo: 101, HoVaDem: Tran Thi, Ten: Binh, NgaySinh: 22, ThangSinh: 9, NamSinh: 2000, Phai: Nu, DiemTrungBinh: 9.0   3. MaSo: 103, HoVaDem: Nguyen Van, Ten: Cuong, NgaySinh: 15, ThangSinh: 12, NamSinh: 2002, Phai: Nam, DiemTrungBinh: 7.5   4. MaSo: 105, HoVaDem: Pham Thi, Ten: Dung, NgaySinh: 8, ThangSinh: 8, NamSinh: 2003, Phai: Nu, DiemTrungBinh: 8.0   5. MaSo: 104, HoVaDem: Hoang, Ten: Bao, NgaySinh: 3, ThangSinh: 6, NamSinh: 2001, Phai: Nam, DiemTrungBinh: 7.0   6. MaSo: 106, HoVaDem: Le, Ten: An, NgaySinh: 5, ThangSinh: 10, NamSinh: 2000, Phai: Nam, DiemTrungBinh: 9.2   7. MaSo: 107, HoVaDem: Nguyen, Ten: Bao, NgaySinh: 12, ThangSinh: 11, NamSinh: 1999, Phai: Nam, DiemTrungBinh: 8.8   8. MaSo: 108, HoVaDem: Tran, Ten: Dung, NgaySinh: 14, ThangSinh: 4, NamSinh: 2001, Phai: Nu, DiemTrungBinh: 7.9   9. MaSo: 109, HoVaDem: Pham Van, Ten: Cuong, NgaySinh: 18, ThangSinh: 2, NamSinh: 2002, Phai: Nam, DiemTrungBinh: 7.4   10. MaSo: 110, HoVaDem: Hoang Thi, Ten: Binh, NgaySinh: 9, ThangSinh: 7, NamSinh: 2003, Phai: Nu, DiemTrungBinh: 8.1 |

Code:

|  |
| --- |
| #include <iostream>  #include <fstream>  #include <string>  #include <algorithm>  using namespace std;  struct Dayofbirth {  int day, month, year;  Dayofbirth() : day(0), month(0), year(0) {}  };  struct Student {  int ID;  string firstname\_lastname;  string name;  Dayofbirth dob;  bool gender;  double GPA;  };  void Press\_input(Student\* &A\_student, int \*NumberofStudent);  void Print\_list\_student\_into\_screen(Student\* A\_student, int NumberofStudent);  void Write\_list\_student\_into\_file(Student\* A\_student, int NumberofStudent);  void Read\_data(Student\* &A\_student, int &NumberofStudent);  void sort\_list\_student\_by\_ID(Student\* &A\_student, int NumberofStudent);  void Write\_list\_into\_ID\_file(Student\* A\_student, int NumberofStudent);  void Sort\_list\_student\_by\_name(Student\* &A\_student, int NumberofStudent);  void Write\_list\_into\_name\_file(Student\* A\_student, int NumberofStudent);  int partition(Student\* &A\_student, int low, int high);  void Sort\_list\_student\_by\_GPA(Student\* &A\_student, int low, int high);  void Write\_list\_into\_GPA\_file(Student\* A\_student, int NumberofStudent);  int main() {  Student\* A\_student = nullptr;  int NumberofStudent = 0;  Press\_input(A\_student, &NumberofStudent);  Print\_list\_student\_into\_screen(A\_student, NumberofStudent);  Write\_list\_student\_into\_file(A\_student, NumberofStudent);    Read\_data(A\_student, NumberofStudent);  Write\_list\_into\_ID\_file(A\_student, NumberofStudent);  Write\_list\_into\_name\_file(A\_student, NumberofStudent);  Write\_list\_into\_GPA\_file(A\_student, NumberofStudent);    delete[] A\_student;  return 0;  }  void Press\_input(Student\* &A\_student, int \*NumberofStudent) {  cout << "Enter the number of students: ";  cin >> \*NumberofStudent;  A\_student = new Student[\*NumberofStudent];  for (int i = 0; i < \*NumberofStudent; i++) {  bool idExists;  do {  idExists = false;  cout << "\nEnter the ID of student " << i + 1 << ": ";  cin >> A\_student[i].ID;  // Check for duplicate ID  for (int j = 0; j < i; j++) {  if (A\_student[j].ID == A\_student[i].ID) {  cout << "ID already exists. Please enter a different ID." << endl;  idExists = true;  break;  }  }  } while (idExists);  cin.ignore();  cout << "Enter the first name and last name (ho va dem) of student " << i + 1 << ": ";  getline(cin, A\_student[i].firstname\_lastname);  cout << "Enter the given name of student " << i + 1 << ": ";  getline(cin, A\_student[i].name);  cout << "Enter the day of birth of student " << i + 1 << ": ";  cin >> A\_student[i].dob.day;  cout << "Enter the month of birth of student " << i + 1 << ": ";  cin >> A\_student[i].dob.month;  cout << "Enter the year of birth of student " << i + 1 << ": ";  cin >> A\_student[i].dob.year;  cout << "Enter the gender of student " << i + 1 << " (Male:1, Female:0): ";  cin >> A\_student[i].gender;  cout << "Enter the GPA of student " << i + 1 << ": ";  cin >> A\_student[i].GPA;  }  }  void Print\_list\_student\_into\_screen(Student\* A\_student, int NumberofStudent) {  cout << "\nList of students:" << endl;  for (int i = 0; i < NumberofStudent; i++) {  cout << "Student " << i+1 << ":" << endl;  cout << "ID: " << A\_student[i].ID << endl;  cout << "First Name and Last Name: " << A\_student[i].firstname\_lastname << endl;  cout << "Given Name: " << A\_student[i].name << endl;  cout << "Date of Birth: " << A\_student[i].dob.day << "/" << A\_student[i].dob.month  << "/" << A\_student[i].dob.year << endl;  cout << "Gender: " << (A\_student[i].gender ? "Male" : "Female") << endl;  cout << "GPA: " << A\_student[i].GPA << endl;  cout << "---------------------------" << endl;  }  }  void Write\_list\_student\_into\_file(Student\* A\_student, int NumberofStudent) {  ofstream file("SINHVIEN.DAT");  if (!file) {  cout << "Cannot open file for writing." << endl;  return;  }  file << NumberofStudent << endl;  for (int i = 0; i < NumberofStudent; i++) {  file << A\_student[i].ID << endl;  file << A\_student[i].firstname\_lastname << endl;  file << A\_student[i].name << endl;  file << A\_student[i].dob.day << endl;  file << A\_student[i].dob.month << endl;  file << A\_student[i].dob.year << endl;  file << A\_student[i].gender << endl;  file << A\_student[i].GPA << endl;  }  file.close();  }  void Read\_data(Student\* &A\_student, int &NumberofStudent) {  ifstream file("SINHVIEN.DAT");  if (!file) {  cout << "Cannot open file for reading." << endl;  return;  }  int n;  file >> n;  file.ignore(); // Ignore newline after number  delete[] A\_student;  NumberofStudent = n;  A\_student = new Student[NumberofStudent];  for (int i = 0; i < NumberofStudent; i++) {  file >> A\_student[i].ID;  file.ignore();  getline(file, A\_student[i].firstname\_lastname);  getline(file, A\_student[i].name);  file >> A\_student[i].dob.day;  file >> A\_student[i].dob.month;  file >> A\_student[i].dob.year;  file >> A\_student[i].gender;  file >> A\_student[i].GPA;  file.ignore(); // Ignore newline after GPA  }  file.close();  }  void sort\_list\_student\_by\_ID(Student\* &A\_student, int NumberofStudent) {  for (int i = 0; i < NumberofStudent - 1; i++) {  for (int j = 0; j < NumberofStudent - i - 1; j++) {  if (A\_student[j].ID > A\_student[j+1].ID) {  swap(A\_student[j], A\_student[j+1]);  }  }  }  }  void Write\_list\_into\_ID\_file(Student\* A\_student, int NumberofStudent) {  sort\_list\_student\_by\_ID(A\_student, NumberofStudent);  ofstream file("SVMASO.IDX");  if (!file) {  cout << "Cannot open ID file for writing." << endl;  return;  }  file << NumberofStudent << endl;  for (int i = 0; i < NumberofStudent; i++) {  file << A\_student[i].ID << endl;  file << A\_student[i].firstname\_lastname << endl;  file << A\_student[i].name << endl;  file << A\_student[i].dob.day << endl;  file << A\_student[i].dob.month << endl;  file << A\_student[i].dob.year << endl;  file << A\_student[i].gender << endl;  file << A\_student[i].GPA << endl;  }  file.close();  }  void Sort\_list\_student\_by\_name(Student\* &A\_student, int NumberofStudent) {  for (int i = 0; i < NumberofStudent - 1; i++) {  int Min\_index = i;  for (int j = i + 1; j < NumberofStudent; j++) {  if (A\_student[j].name < A\_student[Min\_index].name ||  (A\_student[j].name == A\_student[Min\_index].name &&  A\_student[j].firstname\_lastname < A\_student[Min\_index].firstname\_lastname)) {  Min\_index = j;  }  }  swap(A\_student[i], A\_student[Min\_index]);  }  }  void Write\_list\_into\_name\_file(Student\* A\_student, int NumberofStudent) {  Sort\_list\_student\_by\_name(A\_student, NumberofStudent);  ofstream file("SVTH.IDX");  if (!file) {  cout << "Cannot open name file for writing." << endl;  return;  }  file << NumberofStudent << endl;  for (int i = 0; i < NumberofStudent; i++) {  file << A\_student[i].ID << " ";  file << A\_student[i].firstname\_lastname << " ";  file << A\_student[i].name << " ";  file << A\_student[i].dob.day << " ";  file << A\_student[i].dob.month << " ";  file << A\_student[i].dob.year << " ";  file << A\_student[i].gender << " ";  file << A\_student[i].GPA << endl;  }  file.close();  }  int partition(Student\* &A\_student, int low, int high) {  double pivot = A\_student[high].GPA;  int i = low - 1;  for (int j = low; j < high; j++) {  if (A\_student[j].GPA > pivot) { // Changed to sort descending  i++;  swap(A\_student[i], A\_student[j]);  }  }  swap(A\_student[i + 1], A\_student[high]);  return i + 1;  }  void Sort\_list\_student\_by\_GPA(Student\* &A\_student, int low, int high) {  if (low < high) {  int pi = partition(A\_student, low, high);  Sort\_list\_student\_by\_GPA(A\_student, low, pi - 1);  Sort\_list\_student\_by\_GPA(A\_student, pi + 1, high);  }  }  void Write\_list\_into\_GPA\_file(Student\* A\_student, int NumberofStudent) {  Sort\_list\_student\_by\_GPA(A\_student, 0, NumberofStudent - 1);  ofstream file("SVDTB.IDX");  if (!file) {  cout << "Cannot open GPA file for writing." << endl;  return;  }  file << NumberofStudent << endl;  for (int i = 0; i < NumberofStudent; i++) {  file << A\_student[i].ID << endl;  file << A\_student[i].firstname\_lastname << endl;  file << A\_student[i].name << endl;  file << A\_student[i].dob.day << endl;  file << A\_student[i].dob.month << endl;  file << A\_student[i].dob.year << endl;  file << A\_student[i].gender << endl;  file << A\_student[i].GPA << endl;  }  file.close();  } |
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